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#### Abstract

The generation of art images using computers has been studied recently. A new type of art image called a stripe-based Futurism-like image, and its application to covert communication, are proposed. Firstly, a source image is segmented into regions. The region corners are extracted by chain code analysis, and polygon approximation is conducted accordingly to simplify the region shapes. Then, each region is partitioned into stripes according to the region direction and the stripes are filled with the region's average color, or the color white alternatively, resulting in an image with the abstraction and dynamism of Futurism. Furthermore, a data hiding method is proposed to embed a secret message into the created art image by filling the stripes with the aforementioned colors in a message-dependent fashion, with the message bits being adjusted beforehand by a 2 -to- 3 mapping scheme to avoid filling a region's stripes with consecutive identical colors. Furthermore, hidden data security is enhanced by randomizing both the message-bit embedding order and the region processing sequence via the use of a secret key. By processing a database of 100 images, good experimental results of art image creation and secure message hiding have been obtained, showing the feasibility of the proposed methods for covert communication.
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## 1. Introduction

In the history of Western art [1], different periods and thoughts lead to the creations of different art schools. In addition, many methods that use computer programs for the automatic creation of art images have been proposed in the past decades [2-15]. The aim of these methods is to make an artificially generated image look like a traditional artistic painting. For example, Hertzmann [2] created a computer art image that looks like a real oil painting with brush strokes, as shown in Figure 1. In Figure 2, three other types of computer art images are shown, where Figure 2a is a stained-glass-like image created by an algorithm presented by Mould [3], Figure 2b is a tile-mosaic-like image created by Hausner [4], and Figure 2c is a rectangle-based Neo-Plasticism-like image created by Liu et al. [5].

In this study, by using a computer, it was tried to create another type of painting art called Futurism, which is characterized by breaking an image down by painting in stippled stripes and dots to emphasize the dynamism of the subject matter [16]. Specifically, a new type of art image, called a stripe-based Futurism-like image, was generated automatically by a computer in this study. As illustrations, four examples of art images in the Futurism style are shown in Figure 3, and two examples of the stripe-based Futurismlike images automatically generated by the method proposed in this study are shown in Figure 4.


Figure 1. A computer-generated oil-painting art image created by Hertzmann [2]. (a) The original input image. (b) The created art image has an effect of oil painting with brush strokes.

(a)

(b)

(c)

Figure 2. Three types of computer-generated art images. (a) A stained-glass-like image created by Mould [3]. (b) A tile-mosaic-like image created by Hausner [4]. (c) A rectangle-based Neo-Plasticismlike image created by Liu et al. [5].


Figure 3. Four examples of Futurism art images. (a) "The Revolt," by Luigi Rossolo, 1911. (b) "Speeding Motorboat," by Benedetta Cappa, 1923. (c) "Mercury Passing Before the Sun," by Giacomo Balla, 1914. (d) "Armored Train in Action", by Gino Severini, 1915.


Figure 4. Stripe-based Futurism-like images generated in this study. (a) An original image, "The Great Wave off Kanagawa", by Katsushika Hokusai, 1831. (b) Three stripe-based Futurism-like images with stripes of different widths generated in this study with Figure 4a as the input. (c) Another original image, "A Meadow in the Mountains", by Vincent van Gogh, 1889. (d) Three stripe-based Futurism-like images with stripes of different widths generated in this study with Figure 4c as the input.

Covert communication is a way to embed messages imperceptibly into a cover medium. It not only hides a transmitted message but also conceals the existence of the message in the resulting stego-medium. The above-mentioned new type of computer art image, namely, the stripe-based Futurism-like image proposed in this study, can be created automatically as a cover image. Making imperceptible the changes in the stegoimage which are caused by data embedding is a main goal in the field of data hiding or steganography [17-23]. It is known that the human visual system cannot distinguish subtle color differences in images. This weakness is often used to achieve the goal of imperceptibility of the data hiding technique in the resulting stego-image. In this regard, the optimal least-significant-bit (LSB) substitution method by Wang et al. [17], the pixel-value differencing (PVD) steganographic method by Wu and Tsai [18], and the histogram modification hiding method by Ni et al. [19], are three examples of data hiding techniques that can achieve this goal. More methods for data hiding and steganography can be found in Mandal et al. [24], which includes an extensive state-of-the-art paper review, analyses of recent relevant techniques, as well as detailed descriptions of popular steganography tools.

In this study, a new data hiding method is proposed to embed secret messages into stripe-based Futurism-like images created by the proposed art image generation method to achieve the goal of imperceptibility.

More specifically, the aim of the proposed image generation method is to pursue the sense of the directional motion tendencies of objects through space which is emphasized by the art school of Futurism. To create an image of this type, first the prominent regions in a given image are segmented by a scheme of region growing and merging [25,26]. Then, some regional features, such as corner point and region direction, are extracted by analyzing the chain codes of the boundaries of the segmented regions. By using these features, the direction of each region in the image is determined. Finally, each region is partitioned into stripes according to the extracted direction of the region; by using the stripes of different directions in each region, a type of art, called stripe-based Futurism-like art image, can be created with the regions in the image looking more vivid, satisfying the type of motion pursued by Futurist painters.

In addition, the proposed data hiding technique for embedding secret messages into created Futurism-like art images is conducted during the above-mentioned process of creating the stripes in the art image. Specifically, after partitioning each region into several stripes, a given secret message is hidden by coloring the stripes of the regions
with the region's average color, or the color white randomly. Moreover, an additional scheme is proposed to enhance the security of the hidden data by randomizing the order of embedding the bit data, as well as processing the regions and in the secret message. Being fascinated by the art displayed by the created image, a hacker hopefully will not notice the hidden message in the stego-image.

In the remainder of this paper, the proposed method for creating stripe-based Futurism-like art images is presented in Section 2. In Section 3, the proposed data hiding method, including a data embedding algorithm and a data extraction algorithm, are described. In Section 4, experimental results demonstrating the feasibility of the proposed methods, and comparisons of the techniques and results with those yielded by existing methods, are included. Discussions are given in Section 5, followed by concluding remarks in Section 6.

## 2. Creation of Stripe-Based Futurism-like Images

The Futurism art style aims to capture the dynamism and energy of the modern world by depicting the dynamic actions of speed and movement. To achieve this purpose, Futuristic painters developed various painting techniques based on divisionism, pointillism, cubism, etc. [16]. Besides adopting the techniques of blurring and repetition, artists of this school also use lines or stripes of force to convey the directional motion tendencies of objects. These spirits of Futurism result in paintings that appear to be fragmented and abstracted, stimulating the idea of creating the stripe-based Futurism-like art image developed in this study. In the remainder of this section, this idea is described at first in Section 2.1, and the details of the proposed method for the creation of stripe-based Futurism-like art images are described as an algorithm in Section 2.2.

### 2.1. Principle behind the Proposed Art Image Creation Method

Following the spirit of abstraction pursued by Futuristic painters, an input image is transformed automatically by the proposed method into a stripe-based Futurism-like art image as illustrated in Figure 5a by a process that includes five major steps: (1) segmentation of the image into regions; (2) polygon approximation of the regions; (3) computing the region directions and other parameters; (4) generating stripes in the regions according to the respective region directions; and (5) coloring the stripes, as illustrated by the flowchart shown in Figure 5b.

As a result, the image regions are filled with stripes of different directions in different colors. When observed as a whole, these regions look like an aesthetic clash that arouses the observer's vivid feeling of the original image content and shows the spirit of movement and dynamics of the Futurism art. Furthermore, different levels of abstraction can be created in the resulting image by setting the widths of the generated stripes to be of different values during the art image creation process. The created images are therefore called stripe-based Futurism-like art images as mentioned before.

Two examples of such art images obtained in the experiments conducted in this study are shown in Figure 4, where the three images in Figures 4b and 4d are the created art images with varying stripe widths. As can be seen, as the width becomes larger and larger, the abstraction seen in the resulting image becomes higher and higher.

The above-mentioned five major art image creation steps, as illustrated in Figure 5b, are elaborated in the following sections, with the first step described in Section 2.1.1 as image segmentation into regions, the second step in Section 2.1.2 as polygon proximation for region shape adjustment, and the remaining three steps in Section 2.1.3 as region direction finding and stripe creation.


Figure 5. An illustration of the proposed method for stripe-based Futurism-like art image creation. (a) Basic idea. (b) A flowchart of the image creation process.

### 2.1.1. Image Segmentation into Regions

In the proposed art image creation process, first a source image is segmented into regions by region growing and merging techniques. This step starts from dividing the image into blocks and merging those neighboring blocks with similar colors. To save time for comparing the colors of image blocks in this step, color similarity was measured in this study in terms of the following 1-D color $h$, obtained from transforming the original 3-D RGB color $(r, g, b)$ of the source image according to the following equation:

$$
\begin{equation*}
h(r, g, b)=b+8 \times r+64 \times g . \tag{1}
\end{equation*}
$$

That is, two neighboring image blocks are regarded as similar in color if their average 1-D colors computed as above are close in value within a tolerant threshold. Note that in Equation (1) above, the way of coefficient assignment is based on the fact that while observing a color image, the human eye is the least sensitive to the blue color and the most sensitive to the green one, leading to an emphasis on the intensity of the image, as mentioned in [12].

Next, the erosion and dilation operations [27] are applied to the resulting blocks to eliminate isolated noise blocks, as illustrated by the example shown in Figure 6. Subsequently, the resulting smaller neighboring regions are merged into larger ones according to a region-area threshold value. Finally, the shapes of the resulting regions are then simplified by a polygon approximation scheme using chain codes as described in the next section.


Figure 6. An example of deleting isolated points using chain codes. (a) The input. The pink grid is the start pixel of chain code tracing. (b) An erosion result of (a). (c) A dilation result of (b).

### 2.1.2. Polygon Approximation for Region Shape Adjustment

After the regions are obtained as described previously, a polygon approximation scheme is performed to make the region contours simpler to show more abstraction. The approximation is accomplished by finding the corner points along each region contour and connecting every two neighboring corner points by a line segment. For this aim, the chain codes as shown in Figure 7 b were adopted in this study to describe region contours at first, which is a minorly modified version of the original Freeman codes [28] shown in Figure 7a. Additionally, for the convenience of computation, the upper-left point of the source image was taken to be the origin point $(0,0)$ for chain code tracing in this study instead of taking the lower-left point as in [28].

(a)

(b)

Figure 7. An illustration of chain codes. (a) The eight directions given by Freeman chain codes [28]. (b) The new eight directions used in this study.

In detail, the chain codes of the contour of each region were extracted in this study to represent the region shape. Furthermore, an expression $\left(D_{i}, L_{i}\right)$ was utilized to efficiently denote a segment of chain codes which contains a maximal subsequence of identical codes, called coherent chain codes, where $D_{i}$ is the value of the direction of the coherent chain codes in the $i$ th segment and $L_{i}$ is the number of such codes. For example, a given chain code sequence $\{11000002222355555550777\}$ can be represented as a sequence of coherent chain code segments $\{(1,2),(0,5),(2,4),(3,1),(5,7),(0,1),(7,3)\}$.

With the coherent chain codes defined as above, the chain codes of each region can be analyzed to obtain the corner points of the region as carried out in this study. For this purpose, an even simpler shape representation scheme proposed by Sanchez-Cruz [29], in which only three symbols $C=\{0,1,2\}$ are used, was adopted in this study further to represent the region shape to save storage more efficiently. The first symbol, 0 , means that the direction is the same as the previous segment, called the reference segment; the second, 1, indicates a direction change upward with regard to the reference segment; and the last, 2, indicates a backward direction change with respect to the reference segment. To facilitate detecting the corner points in a shape contour via chain codes, a different set of symbols $C=\{-1,0,+1\}$ was used in this study for shape representation, with the
three symbols $-1,0$, and +1 corresponding to the three symbols 2,0 , and 1 in the set $C=\{0,1,2\}$ mentioned above, i.e., -1 means a backward direction change, +1 means a forward direction change, and 0 means no change in direction. The symbols $-1,0$, and +1 will be called direction-change codes (abbreviated as DCC) subsequently. Finally, the DCCs are computed for the X - and Y-coordinate directions (i.e., for the horizontal and vertical directions), respectively, and they are called horizontal DCC and vertical DCC, respectively.

For the chain codes shown in Figure 7b, the corresponding horizontal and vertical DCCs for the X- and Y-coordinate directions are shown in Table 1. For example, when the direction of the chain code is 0 , as specified in the leftmost column of the first non-title row, it means that the tracing of the shape contour goes from one contour point horizontally to another point on the right side, so that the $X$ coordinate of the second contour point increases, meaning that the change of $X$ coordinates is positive and so the horizontal DCC is +1 . Additionally, since there is no change of Y coordinates in this case, the vertical DCC is 0 . The other rows can be interpreted similarly.

Table 1. Directions of chain codes and corresponding horizontal and vertical DCCs in the X - and Y-coordinate directions (DCC means direction-change code).

| Direction | Horizontal DCC (for the $\mathbf{X}$ Coordinate) | Vertical DCC (for the Y Coordinate) |
| :---: | :---: | :---: |
| 0 | +1 | 0 |
| 1 | +1 | +1 |
| 2 | 0 | +1 |
| 3 | -1 | +1 |
| 4 | -1 | 0 |
| 5 | -1 | -1 |
| 6 | 0 | -1 |
| 7 | +1 | -1 |

As an illustrative example, which is shown in Figure 8, for a sequence of chain codes " 012222335567676 " of the contour of a sample region in a source image, as shown in Figure 8a, if the pink contour point nearest to the origin of the image is taken to be the start point of chain-code tracing, the corresponding sequence of coherent chain-code segments are $\{(0,1),(1,1),(2,4),(3,2),(5,2),(6,1),(7,1),(6,1),(7,1),(6,1)\}$. Additionally, the sequences of the horizontal and vertical DCCs can, respectively, be calculated to be:

$$
\begin{gathered}
\mathrm{S}_{\mathrm{h}}=+1,+1,0,0,0,0,-1,-1,-1,-1,0,+1,0,+1,0 \\
\mathrm{~S}_{\mathrm{v}}=0,+1,+1,+1,+1,+1,+1,+1,-1,-1,-1,->1,-1,-1,-1,
\end{gathered}
$$

as illustrated in Figure 8b,c, respectively, where the symbols + and—are used to represent the symbols +1 and -1 , respectively.


Figure 8. An example of finding corner points. (a) An example of chain codes. (b) The direction changes in $X$ coordinate. (c) The direction changes in $Y$ coordinate. (d) The result of connecting all corner points.

With the horizontal and vertical DCCs defined as above, it is difficult to see that a direction change in a chain code sequence will appear when the horizontal or vertical DCC changes from +1 to -1 , or from -1 to +1 , during contour-chain-code tracing. Accordingly, corner points in the region shape contour may be detected at the positions of the contour points where changes of the horizontal or vertical DCCs occur, as can be deduced. In this way, corner points along the contour of each region can be found, and by connecting these corner points by line segments, the polygon approximation of the contour shape is completed.

Continuing the illustration example of Figure 8, and following the above contour corner-finding rule, one can see from Figure 8 b that two changes of the horizontal DCCs appear at the two corners, shown by the two green blocks in Figure 8b. Similarly, one can see that one change of the vertical DCCs appears at the one corner shown by the green block in Figure 8c. As the start point is also a corner point, there are four corner points in total along the shape contour, and all of these corner points can be connected in an orderly fashion to obtain a new polygonal shape, as shown in Figure 8d.

Two examples of the results of the steps of image segmentation into regions and polygon approximation for region shape adjustment are shown in Figure 9.


Figure 9. Two examples of image segmentation and region shape adjustment results. (a) An original image, "Canto patriottico-Piazza Siena", by Giacomo Balla, 1915. (b) The result of image segmentation by region growing and merging of (a). (c) The result of region shape adjustment by polygon approximation of (b). (d) Another original image, "Forme grido Viva l'Italia," by Giacomo Balla, 1915. (e) The result of image segmentation by region growing and merging of (d). (f) The result of shape adjustment by polygon approximation of each region of (e).

### 2.1.3. Region Direction Finding and Stripe Creation

Finally, the corner points can be utilized to find the direction of each region. Specifically, each pair of corner points constitute a vector which has a length value and an angle value. These vectors were classified into 10 groups in this study, each group covering $1 / 10$ of 180 degrees. The sum of the lengths of the vectors in each group is calculated separately. The direction of the group that has the maximum sum of length values is taken as the desired direction of the region. According to the angle value of the direction of the region so found, the region is partitioned by lines into multiple stripes with a pre-selected width. Finally, by coloring the stripes with the average color of the region, or the color white alternatively, a stripe-based Futurism-like art image is created from the source image. Additionally, by varying the pre-selected width of the stripes, art images of different levels of abstraction of the original image can be created.

Two examples of the results of the above region direction finding and stripe-creation process with the images of Figure 9c,f as inputs are shown in Figure 10, where Figure 10a includes three abstraction levels of Figure 9 a with stripe widths of 3,6 , and 9 pixels, respectively, and Figure 10b includes those of Figure 9d. It should also be mentioned that, due to the different resolutions of the displayed images, in certain cases undesired
moiré patterns will appear in the images, which actually do not appear in the original experimental results yielded in this study.


Figure 10. Two examples of the results of region direction finding and stripe creation. (a) Three results of different abstractions of the image by Giacomo Balla shown in Figure 9a. (b) Three results of different abstractions of the image by Giacomo Balla shown in Figure 9d.

### 2.2. Proposed Art Image Creation Process

The details of the process described in the previous section for creating a stripe-based Futurism-like art image from a given image are described as Algorithm 1 in the following.

Algorithm 1. Creation of a stripe-based Futurism-like art image.
Input: a source image $S$, the threshold $T_{\mathrm{m}}$ for controlling merging of image blocks with similar colors, the threshold $A_{\mathrm{m}}$ for controlling merging of neighboring image regions close by, and the value $W_{s}$ for setting the stripe width.
Output: a stripe-based Futurism-like art image $F$.
Steps.
Stage 1-Finding the region direction.
Step 1. Compute the 1-D $h$-color of the RGB color values of each pixel in source image $S$ according to Equation (1).
Step 2. Perform the following region growing and merging steps to segment $S$ into regions $R_{1}, R_{2}$, $\ldots, R_{n}$ in $S$.
2.1 Divide $S$ into $8 \times 8$ blocks.
2.2 Calculate the average $h$-color of each block.
2.3 Merge every two neighboring blocks into one if the difference between their average $h$-colors is smaller than the image-block merging threshold $T_{\mathrm{m}}$.
2.4 Apply the erosion operation and then the dilation operation to the resulting blocks to delete isolated points as illustrated by Figure 6b,c.
2.5 Merge every two resulting regions into one if the Euclidean distance between them is smaller than the image-region merging threshold $A_{\mathrm{m}}$.
Step 3. For each resulting region, set the point in its boundary nearest to the origin point in the upper-left corner of image $S$ as its start point that will be used for extracting the chain codes of the region in the Step 5.
Step 4. Raster scan the entire source image $S$ to access the start points of all the regions, rearrange the regions according to the raster-scan order of accessing the start points, and name the regions as $R_{1}, R_{2}, \ldots, R_{n}$ and their respective start points as ( $S_{\mathrm{x} 1}, S_{\mathrm{y} 1}$ ), $\left(S_{x 2}, S_{y 2}\right), \ldots,\left(S_{x n}, S_{y n}\right)$.

Step 5. Perform the following steps to find the coherent chain codes of each region $R_{i}, i=1,2, \ldots, n$.
5.1 Trace the boundary of $R_{i}$ to obtain the sequences $S_{1}, S_{2}, \ldots, S_{k}$ of the chain codes of $R_{i}$ by the directions illustrated in Figure 7 b until the tracing point reaches the start point ( $S_{x i}, S_{y i}$ ).
5.2 Transform the sequence $S_{1}, S_{2}, \ldots, S_{k}$ into a sequence of coherent chain code segments $E_{i}=\left\{\left(D_{1}, L_{1}\right),\left(D_{2}, L_{2}\right), \ldots,\left(D_{m}, L_{m}\right)\right\}$.
Step 6. Perform the following steps to conduct polygon approximation using the sequence of coherent chain code segments of each region $R_{i}, i=1,2, \ldots, n$.
6.1 Analyze the values of the chain codes of the sequence of coherent chain code segments $E_{i}=\left\{\left(D_{1}, L_{1}\right),\left(D_{2}, L_{2}\right), \ldots,\left(D_{m}, L_{m}\right)\right\}$ of $R_{i}$ to obtain the DCC (direction-change code) sequences $X_{1}, X_{2}, \ldots, X_{m}$ and $Y_{1}, Y_{2}, \ldots, Y_{m}$ of the $X$ - and Y -coordinate directions, respectively, according to Table 1.
6.2 Acquire the corner points in $R_{i}$ by the following operations.
(a) Create a corner point sequence $P_{i}=\left\{\left(P_{\mathrm{xi} 1}, P_{\mathrm{y} i 1}\right),\left(P_{\mathrm{xi} 2}, P_{\mathrm{y} i 2}\right), \ldots,\left(P_{\mathrm{x} i t}, P_{\mathrm{yit}}\right)\right\}$ to record to the positions of the corner points of $R_{i}$ to be found.
(b) Assume that the start point $\left(S_{\mathrm{x} i}, S_{\mathrm{y} i}\right)$ of $R_{i}$ is the first corner point, i.e., the position ( $P_{x i 1}, P_{y i 1}$ ) is ( $S_{x i}, S_{y i}$ ).
(c) Set a segment, for example the $c$-th segment, in $E_{i}$ as a corner segment when one of the following conditions is met.
(c1) The length $L_{c}$ in the X -coordinate direction of the chain code segment $E_{i}$ is larger than a half of the region width or when the length $L_{c}$ in the Y-coordinate direction of the chain code segment $E_{i}$ is larger than a half of the region height.
(c2) The chain code value of the $c$-th segment, in the DCC sequence $X_{1}, X_{2}$, $\ldots, X_{m}$ or $Y_{1}, Y_{2}, \ldots, Y_{m}$ changes from -1 to +1 or from +1 to -1 .
(d) Obtain the position $\left(P_{x i j}, P_{\mathrm{y} i j}\right)$ of a corner point, say the $j$-th corner point, in the corner point sequence $P_{i}$ from the $c$-th segment in $E_{i}$ by the following method, assuming that each of the functions $F_{\mathrm{x}}$ and $F_{\mathrm{y}}$ computes, respectively, the changes of $X$ and $Y$ coordinates in direction according to Table 1, and that the previous corner segment is the $b$-th segment in $E_{i}$ :

$$
\begin{aligned}
& P_{\mathrm{xij} j}=P_{\mathrm{xi}(j-1)}+\sum_{a=b+1}^{c}\left(F_{\mathrm{x}}\left(D_{a}\right) \times L_{a}\right) \\
& P_{\mathrm{yi} j}=P_{\mathrm{yi}(j-1)}+\sum_{a=b+1}^{c}\left(F_{\mathrm{y}}\left(D_{a}\right) \times L_{a}\right)
\end{aligned}
$$

(e) Delete a corner point of two neighboring ones if the distance between the two is smaller than a quarter of the shorter of the region width and height.
6.3 Connect the resulting corner points of each region $R_{i}$ in order as the new edges of region $R_{i}$.
6.4 Obtain new regions, called adjusted regions, from the new edges and denote them as $R_{1}{ }^{\prime}, R_{2}{ }^{\prime}, \ldots, R_{k}{ }^{\prime}$ by filling pixels into their interiors and deleting the original pixels, which belong to the original regions but outside the adjusted regions.
Step 7. Merge the remaining regions, which are residues after the adjustment of the last step, into the nearest adjacent regions of $R_{1}{ }^{\prime}, R_{2}{ }^{\prime}, \ldots, R_{k}{ }^{\prime}$ according to the measure of distance between the average $h$-colors of the remaining regions and the adjusted regions.
Step 8. Re-compute the chain codes and the corner points of $R_{1}{ }^{\prime}, R_{2}{ }^{\prime}, \ldots, R_{k}{ }^{\prime}$ by repeating Steps 3 through 6.
Step 9. Perform the following steps to obtain the region direction of each adjusted region $R_{i}{ }^{\prime}$, ( $i=1$ through $k$ ) using their resulting corner points.
9.1 Acquire an edge from region $R_{i}{ }^{\prime}$ with its length and angle to form an edge vector.
9.2 Classify the edge vectors of $R_{i}$ ' into ten groups according to the angles of the edge vectors, each group covering the range of 18 degrees in orientation.
9.3 Calculate the sum of the lengths of the vectors in each group of $R_{i}{ }^{\prime}$ separately.
9.4 Take the direction of the group with the maximum sum value as the desired direction of the region $R_{i}{ }^{\prime}$.

Stage 2-Generating the desired Futurism-like art image.
Step 10. Partition each adjusted region $R_{i}{ }^{\prime},(i=1$ through $k)$ into stripes according to the region direction of $R_{i}{ }^{\prime}$ and the parameter of the stripe width $W_{s}$.
Step 11. Compute the average region color $C_{1}{ }^{\prime}, C_{2}{ }^{\prime}, \ldots, C_{k}{ }^{\prime}$ of each adjusted region $R_{i}{ }^{\prime}(i=1$ through $k)$.
Step 12. Draw the partitioning line between every two stripes with the color black.
Step 13. Fill the stripes in each $R_{i}{ }^{\prime}(i=1$ through $k)$ with the average region color $C_{i}{ }^{\prime}$, or the color white alternatively.
Step 14. Assign the color black to all the pixels of the boundary of each region $R_{i}{ }^{\prime}$ described by its chain-code sequence.
Step 15. Take the final image $S$ as the desired stripe-based Futurism-like art image $F$.

In the above algorithm of stripe-based Futurism-like image creation, the focus is on the processes of polygon approximation for region shape adjustment and finding the region direction by use of the chain codes for stripe generation. By connecting the corner points yielded by analyzing the chain codes, a simpler shape of each region in the input image can be obtained. The effect of polygon approximation also shows the geometric style of the school of Futurism, as can be seen from the examples of experimental results shown in Figures 4 and 10. Furthermore, each image region is partitioned by its direction into stripes to pursue the motion style of Futurism. More experimental results will be given in Section 4.

## 3. Data Embedding and Extraction via Art Images

In this section, the idea of the proposed data hiding technique for covert communication via stripe-based Futurism-like art images is explained in Section 3.1. In Section 3.2, the algorithm of the proposed data hiding technique is describing in detail. Then, the algorithm of the proposed secret message extraction process is presented in Section 3.3. Finally, some security considerations of the proposed techniques are described in Section 3.4.

### 3.1. Idea of the Proposed Data Hiding Method

As described in Algorithm 1, to create a stripe-based Futurism-like art image, the stripes of each region in the image are filled with the region's average color, or the color white alternatively. However, like some Futurists' painting style of leaving some white spaces in their paintings, occasionally it is also possible to paint certain regions successively with non-white colors. This gives a hint for hiding messages in the proposed art image, i.e., taking the colors of the stripes in the art image to represent the message bits, for example, with a white stripe representing a bit of 0 and a non-white stripe representing a bit of 1 . This idea was implemented in this study as the core steps of the proposed data hiding method. Specifically, the colors of the stripes were adopted to embed the bit sequence of a message, and the resulting art image, called stego-image, looks even more dynamic in appearance. People will tend to feel the stego-image as an art painting, being unaware of the existence of the embedded massage. It is in this way that the goal of data hiding is achieved via the proposed stripe-based Futurism-like art image.

Two examples of the results of data hiding in stripe-based Futurism-like art images are shown in Figure 11, whose versions with no data embedded are shown in Figure 4. As can be seen from any of the six images shown in Figure 11b,d, the stripes in the image regions are not filled with two colors in a fixed alternative fashion, but in a rather random way.

More descriptions about the techniques used in the proposed data hiding process are included in the following sections.


Figure 11. Results of data hiding in stripe-based Futurism-like images. (a) The original image, "The Great Wave off Kanagawa," by Katsushika Hokusai, 1831. (b) Three stripe-based Futurism-like images with message data embedded with Figure 4 a as the input. (c) The second original image, "A Meadow in the Mountains," by Vincent van Gogh, 1889. (d) Three stripe-based Futurism-like images with message data embedded with Figure 4c as the input.

### 3.1.1. Adjustment of Message Bit Data before Embedding

As mentioned previously, to achieve covert communication, the stripes in each image region are colored to embed message data. In detail, instead of coloring the stripes in a fixed alternative order, the stripe colors controlled by the embedded message bits. It should be mentioned that in some extreme cases of the above-mentioned data hiding method, the stripes in a region or in a large part of the region may all be filled with an identical color (with the average region color, or the color white only) due to the embedding of a sequence of identical bit values (all 0s or all 1s), resulting in an art image that might be seen as strange by people. In order to avoid this situation, the secret message sequence is adjusted in advance by transforming every two bits into three before the message bits are embedded into the art image. As a result, the stego-image will not become the extreme case mentioned. The transformation is accomplished by the use of a table, as shown in Table 2, called 2-to-3 mapping table subsequently.

Table 2. A mapping table that transforms two bits of the original message data into three bits.

| Two Original Bits | Three New Bits |
| :---: | :---: |
| 00 | 101 |
| 01 | 100 |
| 10 | 110 |
| 11 | 010 |
| Ending pattern | 011 |

For example, if a segment of a message to be hidden appears to be a sequence of eight 0 s, then originally the corresponding stripe coloring result will be eight consecutive stripes all filled an identical color, namely, the color white, which integrally appears to be a larger white stripe and will possibly arouse the observer's notice. Now, according to Table 2, the eight 0 s will be mapped to be 101101101101 (i.e., every two 0s are mapped to be 101) which has segments of no more than two 1 s with 0 inserted in between. Therefore, no large stripe of a single color will then appear.

### 3.1.2. Considerations of Embedded Data Security

Furthermore, to increase the security of the embedded data against secret hacking resulting from the proposed data hiding method, the order of listing the three-bit items in the second column in Table 2, which are mapped to the two-bit items in the first column, are not fixed but randomized by a secret control key, as implemented in this study. That is, for each different secret control key, the mappings in the table will also be different; Table 2 is
just a possible mapping set among many randomized ones. For example, another possible mapping set may be $(00 \Rightarrow 100,01 \Rightarrow 110,10 \Rightarrow 010,11 \Rightarrow 011$, and ending pattern $\Rightarrow 101)$ which is just a circular shift of the three-bit segments in the second column.

On the other hand, in order to recover the hidden secret message from a stego-image, the start point of each region has to be recorded as the beginning code of the chain-code sequence extracted from each region contour. Additionally, the next boundary points should be recorded in order, so as to avoid getting the wrong chain code sequence in the message extraction process. Finally, to facilitate judging the end of the data extraction process, a specific end pattern of three bits (as shown in the last row in Table 2) are inserted to the end of the message bit sequence before the data embedding process is started.

### 3.1.3. Major Steps of the Proposed Data Embedding Process

A flowchart of the proposed data embedding process is shown in Figure 12. The process essentially is based on the output of the stripe-based Futurism-like art image generation process described by Algorithm 1 and depicted in Figure 5.


Figure 12. A flowchart of the proposed data embedding process.
Firstly, the input secret message is transformed into a random digit sequence using a secret key. Additionally, Algorithm 1 is applied to segment the input source image into regions which are adjusted next by polygon approximation. The direction and the average color of each adjusted region are obtained in the meantime. Then, a randomordered data hiding sequence of the adjusted regions is constructed with a secret control key, which is followed finally to embed the transformed message in the form of a random digit sequence into the intact stripes of the regions by variable coloring of the stripes in each region. A stego-image is so generated which can be used for covert communication.

### 3.2. Proposed Data Hiding Process

A detailed algorithm describing the aforementioned details of the proposed data embedding process is presented in the following section. The algorithm is essentially based on the output data of Algorithm 1 with data embedding steps included additionally. However, different from Algorithm 1, which uses all RGB colors freely to create stripebased Futurism-like art images, some special colors, namely, the black and nearly black
colors $(0,0,0),(0,1,0),(0,0,1),(1,0,0)$ and the color white $(255,255,255)$, are used to accomplish the tasks of drawing the inter-stripe partition lines, locating the start points and the next points of the region boundaries, and painting the inner part of the stripes. Such tasks are indispensable for the purpose of extracting the right information or hidden data successfully in the message data extraction process described in the next section. Therefore, the colors in the regions of the source image should be adjusted slightly in advance to avoid using these special colors in the data embedding process described in the Algorithm 2. Specifically, if the RGB color values ( $C_{r}, C_{g}, C_{b}$ ) in the source image are found to be one of the above special colors, then the values 0 and 255 in them are reset to be 1 and 254, respectively. To the user, the slight color alternations in the image cause nearly no visual effect because the human vision system cannot detect such extremely little color differences.

Furthermore, when the message-bit sequence is not long enough to be hidden in all the image regions, then as described in the Algorithm 2, in those regions that are not used for data embedding, stripes are generated as well and filled with the average region color $\left(C_{\mathrm{r} j}{ }^{\prime}, C_{\mathrm{g} j}{ }^{\prime}, C_{\mathrm{b} j}{ }^{\prime}\right)$, or the color white $(255,255,255)$ randomly, according to a table like Table 2, which is controlled by a secret key K. This scheme yields a stego-image with randomly colored region stripes, showing a uniform appearance of shape and color randomness in the stego-image which increases hidden data security and hopefully arouses no suspicion in observers or even hackers.

Algorithm 2. Embedding a secret message into a stripe-based Futurism-like art image.
Input: a cover stripe-based Futurism-like art image $S$, a secret key $K$, a secret message $M$, and a parameter value of the stripe width $W_{s}$.
Output: a stego-image $I$ into which $M$ is embedded.
Steps.
Stage 1-Randomizing the message bits and adjusting the colors of the source image.
Step 1. Transform the secret massage $M$, which has eight bits for each character, into a bit sequence $M^{\prime}$, and randomize the bits in $M^{\prime}$ by the secret key $K$.
Step 2. Create a 2-to-3 mapping table $T$ like that shown in Table 2, with the listing order of the 3 -bit items in the second column of the table being randomized by the secret key $K$ as well.
Step 3. Transform every two bits of $M^{\prime}$ into three bits according to the created mapping table $T$, resulting in a new sequence $M^{\prime \prime}$.
Step 4. Append the ending pattern in table $T$ to the end of $M^{\prime \prime}$ to form a new bit sequence with a length of $\left(M^{\prime} \times 3\right) / 2+3$.
Step 5. Divide $M^{\prime \prime}$ into a series of 3-bit segments $m_{1}, m_{2}, \ldots, m_{n}$.
Step 6. If the RGB color ( $C_{\mathrm{r}}, C_{\mathrm{g}}$, and $C_{\mathrm{b}}$ ) of any pixel in the cover image $S$ is one of the black and nearly black colors $(0,0,0),(0,1,0),(0,0,1),(10,0)$, or the color white $(255,255,255)$, then reset the values 0 and 255 in them to be 1 and 254, respectively.
Stage 2-Constructing a data hiding sequence of the intact regions.
Step 7. Trace the boundaries of the regions in the input cover image $S$ to obtain the adjusted regions $R_{1}, R_{2}, \ldots, R_{k}$ in $S$, and the chain-code sequence $\left\{\left(P_{\mathrm{x} i j}, P_{\mathrm{y} i j}\right), j=1,2, \ldots, n_{i}\right\}$ of each $R_{\mathrm{i}}(i=1$ through $k)$, as well as the information of some parameters of the regions, namely, the start points $\left(S_{\mathrm{x} 1}, S_{\mathrm{y} 1}\right),\left(S_{\mathrm{x} 2}, S_{\mathrm{y} 2}\right), \ldots,\left(S_{\mathrm{xk}}, S_{\mathrm{yk}}\right)$, the region directions $D_{1}$, $D_{2}, \ldots, D_{k}$, and the average RGB color values $\left(C_{r 1}, C_{\mathrm{g} 1}, C_{\mathrm{b} 1}\right),\left(C_{\mathrm{r} 2}, C_{\mathrm{g} 2}, C_{\mathrm{b} 2}\right), \ldots$, ( $C_{\mathrm{rk}}, C_{\mathrm{g} k}, C_{\mathrm{b} k}$ ) of $R_{1}, R_{2}, \ldots, R_{k}$, respectively.
Step 8. Rearrange randomly the processing order of the regions by the secret key $K$, resulting in a new coloring sequence $C_{s}=\left\{R_{1}{ }^{\prime}, R_{2}{ }^{\prime}, \ldots, R_{k}{ }^{\prime}\right\}$; and change accordingly the corresponding orders of the start points, the region directions, and the average RGB color values, resulting in the new orders of $\left(S_{\mathrm{x} 1}{ }^{\prime}, S_{\mathrm{y} 1}{ }^{\prime}\right),\left(S_{\mathrm{x} 2}{ }^{\prime}, S_{\mathrm{y} 2}{ }^{\prime}\right), \ldots,\left(S_{\mathrm{x} k}{ }^{\prime}, S_{\mathrm{yk}}{ }^{\prime}\right), D_{1}{ }^{\prime}, D_{2}{ }^{\prime}, \ldots, D_{k}{ }^{\prime}$, and $\left(C_{\mathrm{r} 1}{ }^{\prime}, C_{\mathrm{g} 1}{ }^{\prime}, C_{\mathrm{b} 1}{ }^{\prime}\right),\left(C_{\mathrm{r} 2}{ }^{\prime}, C_{\mathrm{g} 2}{ }^{\prime}, C_{\mathrm{b} 2}{ }^{\prime}\right), \ldots,\left(C_{\mathrm{r} k}{ }^{\prime}, C_{\mathrm{g} k}{ }^{\prime}, C_{\mathrm{b} k}{ }^{\prime}\right)$, respectively.

Stage 3-Embedding the transformed message by coloring the intact stripes in the regions.
Step 9. Partition each region $R_{i}{ }^{\prime}(i=1$ through $k)$ into stripes by the following steps until the bit sequence $M^{\prime \prime}$ is exhausted, or until all regions are fully embedded but the bit sequence $M^{\prime \prime}$ is not exhausted yet; for the latter case, show a message to tell the user the shortage of space for data embedding and exit.
9.1. Beginning from the start point $\left(S_{\mathrm{x} i}{ }^{\prime}, S_{\mathrm{y} i}{ }^{\prime}\right)$, partition the region $R_{i}{ }^{\prime}$ into stripes parallel to the region direction $D_{i}{ }^{\prime}$ in order according to the stripe width $W_{s}$.
9.2. Draw the partition line between every two stripes with the nearly black color $(0,1,0)$.
9.3. Fill the stripes in order with colors according to the secret message sequence $M^{\prime \prime}$ in the following way:
(a) fill an uncolored stripe with the color white $(255,255,255)$ if the next unprocessed bit of $M^{\prime \prime}$ is 0 ; or
(b) fill an uncolored stripe with the average region color $\left(C_{\mathrm{r} i}{ }^{\prime}, \mathrm{C}_{\mathrm{g} i}{ }^{\prime}, \mathrm{C}_{\mathrm{b} i}{ }^{\prime}\right)$ if the next unprocessed bit of $M^{\prime \prime}$ is 1 .

Step 10. Partition each intact region $R_{j}{ }^{\prime}$, which has not been used for message bit embedding so far, into stripes, draw partition lines between every two stripes with the nearly black color $(0,1,0)$, and fill the stripes with the average region color $\left(C_{\mathrm{r} j}{ }^{\prime}, C_{\mathrm{g} j}{ }^{\prime}, C_{\mathrm{b} j}{ }^{\prime}\right)$, or the color white $(255,255,255)$ randomly controlled by the secret key K.
Step 11. Trace the pixels of the boundary of each region $R_{i}{ }^{\prime}$ using its chain codes $\left\{\left(P_{x i j}{ }^{\prime}, P_{\mathrm{y} i j}{ }^{\prime}\right)\right.$, $\left.j=1,2, \ldots, n_{i}{ }^{\prime}\right\}$ and paint each traced pixel with the color black ( $0,0,0$ ).
Step 12. Hide the start point $\left(S_{x i}{ }^{\prime}, S_{\mathrm{y} i}{ }^{\prime}\right)$ of each region $R_{i}{ }^{\prime}$, which is also the first point of the chain-code boundary points, ( $\left.P_{\mathrm{xi} 1}{ }^{\prime}, P_{\mathrm{y} i 1}{ }^{\prime}\right)$, as well as the second chain-code boundary points ( $P_{\mathrm{xi} 2}{ }^{\prime}, P_{\mathrm{yi} 2}{ }^{\prime}$ ), by coloring them with the nearly black colors $(0,0,1)$ and ( $1,0,0$ ), respectively.
Step 13. Take the content of the final $S$ as the desired stego-image $I$.

### 3.3. Proposed Secret Message Extraction Process

Before the data extraction process, the start point and the next boundary point of each region have to be found, which are then used to fetch the first direction of the chain code. After obtaining the information, all the chain codes of the region can be extracted, by which the entire region can be recovered. Then, the chain codes of the region can be used to reconstruct the process of partitioning the stripes and acquiring the secret message. In addition, the mapping order in the mapping table has to be constructed by utilizing the secret key. Based on the resulting mapping table, the secret message embedded in the stego-image can be retrieved accordingly. The detailed process of the secret data extraction process is given as Algorithm 3 in the following.

Algorithm 3. Extracting a secret message from a stego-image.
Input: a stego-image $S$ and a secret key $K$ identical to that used in Algorithm 2.
Output: the secret message $M$ supposedly embedded in $S$.
Steps.
Stage 1-Reconstructing the data hiding sequence while retrieving the chain codes.
Step 1. Conduct a raster scan of the entire stego-image $S$ to obtain the first points of the boundary points, $\left(P_{\mathrm{x} 11}, P_{\mathrm{y} 11}\right),\left(P_{\mathrm{x} 21}, P_{\mathrm{y} 21}\right), \ldots,\left(P_{\mathrm{x} n 1}, P_{\mathrm{y} n 1}\right)$, and the second boundary points $\left(P_{\mathrm{x} 12}, P_{\mathrm{y} 12}\right),\left(P_{\mathrm{x} 22}, P_{\mathrm{y} 22}\right), \ldots,\left(P_{\mathrm{x} n 2}, P_{\mathrm{y} n 2}\right)$ of regions $R_{1}, R_{2}, \ldots, R_{n}$ in $S$ by the following steps:
1.1. Mark each pixel found with color $(0,0,1)$ as the first point $\left(P_{\mathrm{x} i 1}, P_{\mathrm{y} i 1}\right)$ of the boundary points of a region $R_{i}$ in $S$ where ( $P_{\mathrm{xi1}}, P_{\mathrm{yi1}}$ ) is also called the start point of the boundary denoted as ( $S_{\mathrm{x} i}, S_{\mathrm{y} i}$ );
1.2. With the first point $\left(P_{x i 1}, P_{\text {yi1 }}\right)$ found, scan the neighboring eight pixels in the clockwise direction according to Figure 7 b to find a pixel with color ( $1,0,0$ ), and mark the pixel as the second boundary point $\left(P_{\mathrm{xi2}}, P_{\mathrm{yi} 2}\right)$ of $R_{i}$.

Step 2. Mark a pixel with the color black $(0,0,0)$ as a region boundary pixel, and a pixel with the near-like color $(0,1,0)$ as a pixel of an inter-stripe partition line.
Step 3. Retrieve the processing order of the regions by using the secret key $K$ and denote the resulting new order of the regions as $R_{1}{ }^{\prime}, R_{2}{ }^{\prime}, \ldots, R_{n}{ }^{\prime}$.
Step 4. Acquire the chain-code sequence of each region $R_{i}{ }^{\prime}$ via the start points ( $S_{\mathrm{x} i}{ }^{\prime}, S_{\mathrm{yi}}{ }^{\prime}$ ), which is also the first point of the chain-code boundary points ( $P_{\mathrm{x} i 1}{ }^{\prime}, P_{\mathrm{y} i 1}{ }^{\prime}$ ), and the second boundary point $\left(P_{\mathrm{xi2}}{ }^{\prime}, P_{\mathrm{yi2}}{ }^{\prime}\right)$ by performing Step 5 of Algorithm 1.
Step 5. Perform Step 9 of Algorithm 1 to obtain the region directions $D_{1}{ }^{\prime}, D_{2}{ }^{\prime}, \ldots, D_{n}{ }^{\prime}$ of the regions $R_{1}{ }^{\prime}$ through $R_{n}{ }^{\prime}$.
Step 6. Obtain the stripe width $W_{s}$ by checking the distance of two neighboring partition lines of any stripe in any region.

Stage 2-Extracting the embedded secret message M.
Step 7. Create an empty bit sequence $Q$ initially.
Step 8. Create a bit mapping table as shown in Table 2 with the mappings decided by the secret key K.
Step 9. Extract the secret message bits from each region $R_{i}{ }^{\prime}(i=1$ through $n)$ by reversing the process of partitioning stripes in the following steps.
9.1. Use the region direction $D_{i}{ }^{\prime}$ and the start point $\left(S_{x i}{ }^{\prime}, S_{\mathrm{yy}}{ }^{\prime}\right)$ to partition the region $R_{i}{ }^{\prime}$ into stripes according to the stripe width $W_{s}$ in order.
9.2. Follow the stripe-partitioning order to obtain the color of each stripe, and extract a secret massage bit in the following way and put it into $Q$ : if the stripe color is the color white, set the secret value to be 0 ; otherwise, set the secret value to be 1 .
9.3. Transform every three extracted bits of $Q$ into two according to the bit-mapping table generated in Step 8.
9.4. Repeat Steps 9.2 to 9.3 until the three extracted bits are equal to the end pattern in the table.

Stage 3-Postprocessing the extracted message bits to be the desired secret message.
Step 10. Use the secret key $K$ to reorder the bits of $Q$, resulting in a new sequence $Q^{\prime}$.
Step 11. Transform every eight values of $Q^{\prime}$ into characters and take the result as the desired secret message $M$.

### 3.4. Security Considerations

As described in the previously presented data embedding and extraction algorithms implementing the proposed methods, based on the use of a secret key, the security of the embedded secret message is enhanced in three ways:
(1) the randomization of the sequence of the secret message bits;
(2) the randomization of the order of coloring the regions in the art image; and
(3) the randomization of the 3-bit items in the 2-to-3 mapping table (an example is Table 2).

Accordingly, without the key it is very difficult for a malicious user to retrieve the correct secret message correctly. That is, the secret message can be strongly protected using the proposed data hiding method. Furthermore, with the steganographic effect of the dynamism and motion appearance of the stripe-based Futurism-like art image, people will tend to feel the stego-image as an art painting, and become unaware of the existence of the embedded secret massage.

## 4. Experimental Results and Comparisons

Some experimental results using the proposed algorithms are presented in Section 4.1. In Section 4.2, a comparison of the art images yielded by the proposed art image creation algorithm with those yielded by three existing studies of art image creation and a comparison of the proposed data hiding method with four existing studies of data hiding via art images are described.

### 4.1. Experimental Results

Some experiments of applying Algorithm 1 to create stripe-based Futurism-like images have been conducted in this study. The threshold of stripe widths was set to decide the width of each stripe in each region segmented out of a source image. Because the feeling of artistic beauty is different to everyone, users were allowed to select the width of stripes using a program implementing the proposed method proposed in this study. Three choices were provided, which were narrow, middle-width, and wide stripes, and were 3,6 , and 9 pixels in width, respectively. Different choices resulted in different visual effects, and the user could choose their favorite type. Eight images were used in the experiments as the source images, as shown in Figures 4a,c, 9a,d, 13a, 14a, 15a and 16a. The created stripe-based Futurism-like art images with Figures $4 \mathrm{a}, \mathrm{c}$, and $9 \mathrm{a}, \mathrm{d}$ as the source images are shown in Figures 4b,d and 10a,b, respectively, while those with Figures 13a, 14a, 15a and 16a as the source images are shown in Figures 13d, 14d, 15d and 16d, respectively. In these art images created in the experiments of this study, the abstract style of Futurism can be seen clearly from the created simple-shaped regions and motion-like stripes in the images.



Figure 14. Experimental result 2. (a) An original image, "Cypresses," by Vincent van Gogh, 1887. (b) The result of image segmentation of (a). (c) The result of polygon approximation of (b). (d) Three Futurism-like images created from (a) with the stripe widths of 3,6 , and 9 pixels, respectively. (e) Three stego-images created from (a) by embedding the message "Industry is the parent of success." with the secret key "GOGH" and the stripe widths of 3,6 , and 9 pixels, respectively.


Figure 15. Experimental result 3. (a) An original image by Andrei Tanase [30]. (b) The result of image segmentation of (a). (c) The result of polygon approximation of each region of (b). (d) Three Futurism-like images created by (a) with the stripe widths of 3,6 , and 9 pixels, respectively. (e) Three stego-images created from (a) by embedding the message "Actions speak louder than words." with the secret key "Action" and the stripe widths of 3,6 , and 9 pixels, respectively.


Figure 16. Experimental result 4. (a) An original image by Oleksandr Pidvalnyi [31]. (b) The result of image segmentation of (a). (c) The result of polygon approximation of (b). (d) Three Futurism-like images created from (a) with the stripe widths of 3,6 , and 9 pixels, respectively. (e) Three stegoimages created from (a) by embedding the message "Make hay while the sun shines." with the secret key "Positive" and the stripe widths of 3,6 , and 9 pixels, respectively.

Next, the embedding capacities of the eight images to which Algorithm 2 was applied with different stripe widths are shown in Table 3, where the number of embedded bits of secret messages in an image can calculated to be:

$$
\begin{equation*}
\text { No. of embedded secret bits }=\lfloor(\text { No. of stripes }-3) / 3\rfloor \times 2 \tag{2}
\end{equation*}
$$

where $\lfloor\cdot\rfloor$ is the floor function. Note that the RGB color of each stripe offers the embedding capacity of one bit. Note that the term " $-3^{\prime \prime}$ in Equation (2) comes from the fact that three of the stripes are used for embedding the ending pattern of 3 bits which are not secret message bits. Obviously, the widths of the stripes will affect the embedding capacity of the created art image. The smaller the stripe widths, the more stripes are created, and so the more embedded message bits are created, and vice versa.

Four experimental results of applying Algorithm 2 for data embedding are shown in Figures 13-16e, which were created from the source images shown in Figures 13-16a by Algorithm 1, respectively, with the stripe widths of 3, 6, and 9 pixels. Specifically, these experimental results were created in the following way.
(1) With Figure 13a as the source image and the secret key "Monet," three stego-images were created, into which the secret message "One is never too old to learn." was embedded, as shown in Figure 13e.
(2) By using Figure 14a as the source image and the secret key "GOGH," three stegoimages were created, into which the secret message "Industry is the parent of success." was embedded, as shown in Figure 14e.
(3) By using Figure 15a as the source image and the secret key "Action," three stegoimages were created, into which the secret message "Actions speak louder than words." was embedded, as shown in Figure 15e.
(4) By using Figure 16a as the source image and the secret key "Positive," three stegoimages were created, into which the secret message "Make hay while the sun shines." was embedded, as shown in Figure 16e.
Figures 17-20 show the results of the extracted secret messages from two stego-images. As shown in Figures 17 and 19, by using the right key, the embedded secret messages were extracted successfully. On the contrary, if an incorrect secret key is used in the process of secret message extraction, the extracted secret message will be incorrect, as illustrated by Figures 18 and 20.

Table 3. Embedding capacities (in the unit of bit) of eight cover images with different stripe widths.

| Title of Cover Image | Image Size | 3 Pixels in Width |  | 6 Pixels in Width |  | 9 Pixels in Width |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  |  | No. of Stripes | No. of Secret Bits | No. of Stripes | No. of Secret Bits | No. of Stripes | No. of Secret Bits |
| The Great Wave off Kanagawa (Figure 4a) | $928 \times 640$ | 1535 | 1020 | 780 | 518 | 533 | 353 |
| A Meadow in the Mountains (Figure 4c) | $1024 \times 768$ | 1781 | 1184 | 907 | 602 | 610 | 404 |
| Canto patriottico-Piazza Siena (Figure 9a) | $1392 \times 580$ | 1884 | 1254 | 958 | 636 | 647 | 429 |
| Forme grido Viva l'Italia <br> (Figure 9d) | $1056 \times 764$ | 1823 | 1212 | 925 | 614 | 626 | 415 |
| The Manneport, Rock Arch West of Etretat (Figure 13a) | $1024 \times 768$ | 1581 | 1052 | 803 | 533 | 541 | 358 |
| Cypresses <br> (Figure 14a) | $768 \times 1009$ | 1592 | 1058 | 810 | 538 | 549 | 364 |
| Untitled picture (taken by Andrei Tanase [30]) (Figure 15a) | $800 \times 1200$ | 1796 | 1194 | 912 | 606 | 620 | 411 |
| Untitled picture (taken by Oleksandr Pidvalnyi [31]) (Figure 16a) | $1200 \times 798$ | 2028 | 1350 | 1027 | 682 | 696 | 462 |

Additionally, 100 images were obtained from the image database of the website Pexels [32] for an experiment of creating stripe-based Futurism-like art images, embedding as many message bits into them as possible, and then computing the resulting three parameters of the embedding capacity (bits), the embedding rate (bits per pixel or bpp) for stripes with the width of 6 pixels, as well as the K-L divergence value for each stegoimage. The results are shown in Table 4. It is noted that the longer side of each obtained original image from the database was resized to be of the length of 1024 pixels before being processed by the proposed art-image-creating algorithm (Algorithm 1). As can be seen from Table 4, the message embeddable into an art image for covert communication on average includes 783 bits, which is equivalent to $(783-3) \div 3 \times 2 \div 8=65$ characters.

(a)

(b)

Figure 17. An illustration of extracting the secret message from the stego-image using the right secret key. (a) The stego-image with the stripe widths of 6 pixels shown in Figure 14e. (b) The correct result "Industry is the parent of success." of hidden data extraction using the secret key "GOGH".

(b)

Figure 18. An illustration of extracting an erroneous secret message from the stego-image using an incorrect secret key "CéZANNE". (a) The stego-image with the stripe width of 6 pixels shown in Figure 14e. (b) The erroneous hidden data extraction result.

(a)

(b)

Figure 19. A second illustration of extracting the secret message from the stego-image using the right secret key. (a) The stego-image with the stripe widths of 6 pixels shown in Figure 15e. (b) The correct result "Actions speak louder than words." of hidden data extraction using the secret key "Action".

(b)

Figure 20. An illustration of extracting an erroneous secret message from the stego-image using an incorrect secret key "Say". (a) The stego-image with the stripe width of 6 pixels shown in Figure 15e. (b) The erroneous hidden data extraction result.

Table 4. Some statistics of 100 tested images where created art images have stripes with 6-pixel widths.

| Image Title | Original Image | Art Image (Cover Image) | Stego- <br> Image | Image Size (Pixel) | Total <br> Pixels in Image | Embedding Capacity (Bits) | Embedding <br> Rate (bpp) | K-L <br> Divergence Value |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| A01 |  |  |  | $1024 \times 682$ | 698,368 | 673 | 0.0010 | 0.00293 |
| A02 |  |  |  | $1024 \times 683$ | 699,392 | 718 | 0.0010 | 0.00451 |
| A03 |  |  |  | $1024 \times 703$ | 719,872 | 672 | 0.0009 | 0.00415 |
| A04 | $24$ |  |  | $1024 \times 683$ | 699,392 | 528 | 0.0008 | 0.00121 |
| A05 |  |  |  | $1024 \times 684$ | 700,416 | 626 | 0.0009 | 0.00183 |
| A06 |  |  | $\frac{2}{2}$ | $1024 \times 678$ | 694,272 | 770 | 0.0011 | 0.00284 |
| A07 |  |  |  | $1024 \times 683$ | 699,392 | 711 | 0.0010 | 0.00253 |
| A08 |  |  |  | $1024 \times 683$ | 699,392 | 1079 | 0.0015 | 0.00291 |
| A09 |  |  |  | $1024 \times 683$ | 699,392 | 535 | 0.0008 | 0.00184 |
| A10 |  |  |  | $1024 \times 683$ | 699,392 | 495 | 0.0007 | 0.00202 |
| A50 |  |  |  | $1024 \times 681$ | 697,344 | 389 | 0.0006 | 0.00055 |
| A100 |  |  |  | $1024 \times 646$ | 661,504 | 787 | 0.0012 | 0.00250 |
| Summary |  | Maximum |  | $1024 \times 837$ | 857,088 | 1354 | 0.0016 | 0.00475 |
|  |  | Minimum |  | $1024 \times 482$ | 493,568 | 266 | 0.0005 | 0.00024 |
|  |  | Average |  |  | 700,498 | 783 | 0.0011 | 0.00252 |

Furthermore, a concern in the field of data hiding or steganography is that a stegoimage yielded from an input cover image should be as similar to the cover image as possible. To measure such image similarity value, with the two images being both the art image created in this study and the corresponding stego-image, the Kullback-Leibler (K-L) divergence measure $[24,33]$, which is essentially a relative entropy, is considered to be appropriate and so was adopted for use in this study, as described in the following:

$$
\begin{equation*}
D_{K L}(S \| C)=\sum_{x} S(x) \ln \left(\frac{S(x)}{C(x)}\right) \tag{3}
\end{equation*}
$$

where $C(x)$ and $S(x)$ are the probability functions representing the pixel-value distributions of the cover image $I_{C}$ and the stego-image $I_{S}$, respectively, with the pixel values of the two images being represented in this study by a quantity-reduced version $h^{\prime}$ of the 1-D color $h$ (with values ranging from 0 to 18,615 ) described by Equation (1). That is, the scale of the value $h$ was reduced to be $h^{\prime}$ of just 256 levels (with values ranging from 0 to 255) for the purpose of simplifying the computation involved in Equation (3). It is noted that the larger the similarity between the two images $C(x)$ and $S(x)$, the smaller the K-L divergence value computed according to Equation (3).

The computed K-L divergence values computed for the 100 art images and the corresponding stego-images mentioned previously (in Columns 3 and 4 in Table 4) are listed in Table 4 as well (in Column 9), from which it can be seen that all such $\mathrm{K}-\mathrm{L}$ divergence values are very small, with an average of 0.00252 , meaning that the stego-images were quite similar to the respective art images. This means in turn that each stego-image looks similar to the corresponding cover image from far-distance observations.

As an example, in Figure 21 we show the histograms of the cover image and the corresponding stego-image created from an image (the first image shown in Table 4) obtained from the database of the website Pexels [32], where the histogram of the cover image is shown as red-colored bars, that of the corresponding stego-image as blue bars, and the difference between the two histograms as a gray line chart. Additionally, shown in the figure are all of the non-zero bins (numbered $0,36,84, \ldots, 255$ ) of the quantity-reduced color value $h^{\prime}$ and the numbers of pixels falling in each bin.


Figure 21. The histograms of the cover art image (shown as red-colored bars) and the corresponding stego-image (shown as blue bars) created from an image (the first image in Table 4), as well as their difference (shown as the gray line chart).

### 4.2. Comparisons with Existing Methods

As a comparison of the effect of the proposed art image generation algorithm (Algorithm 1) with those yielded by some existing methods [3-5], the three images shown in Figure 2 were taken as inputs to the proposed algorithm to yield three stripe-based Futurism-like art images, respectively, as shown in Figure 22, which can be contrasted with those shown in Figure 2, showing interestingly different art styles generated by different computer art algorithms for the same images.


Figure 22. Stripe-based Futurism-like images generated in this study using the images in Figure 2 as inputs. (a1-a3) A stained-glass-like image created by Mould [3], the corresponding original image, and the stripe-based Futurism-like image generated by the proposed algorithm (Algorithm 1). (b1-b3) A tile-mosaic-like image created by Hausner [4], the corresponding original image, and the stripe-based Futurism-like image generated by the proposed algorithm (Algorithm 1). (c1-c3) A rectangle-based Neo-Plasticism-like image created by Liu et al. [5], the corresponding original image, and the stripe-based Futurism-like image generated by the proposed algorithm (Algorithm 1).

So far, there are only a few studies on data hiding via art images, such as the stainedglass image investigated by Hung et al. [14], the line-based Cubism-like image explored by Liu and Tsai [9], the tile mosaic image proposed by Hung et al. [15], and the rectanglebased Neo-Plasticism-like image studied by Liu et al. [5]. The techniques used by these investigations and the results yielded by them are compared in this study with those of the proposed method (implemented by Algorithm 2) in a qualitative way, as shown in Table 5 below.

Table 5. A comparison of the proposed method with four art image generation methods with data hiding capabilities.

| Method Item | Hung et al. [14] | Liu and Tsai [9] | Hung et al. [15] | Liu et al. [5] | Proposed Method |
| :---: | :---: | :---: | :---: | :---: | :---: |
| Type of art image | Stained-glass image | Line-based Cubismlike image | Tile mosaic image | Rectangle- <br> based <br> Neo- <br> Plasticismlike image | Stripe-based <br> Futurism-like Image |
| Hidden object type (an example) | A secret message ('Damou, one thing I did not dare to mention to you till today is: I love you.') (in Chinese) | A secret message ('Hi, I am Helen. Nice to meet you!') |  | A secret message ('Life is not an exact science, it is an art.') | A secret message ('Industry is the parent of success.') |
| Original image |  |  |  |  |  |
| Cover art image |  |  |  |  |  |
| Stego-image (with the above hidden object) |  |  |  |  |  |
| Data hiding technique | Changing the number of tree nodes in the image | Changing the region colors in the image while keeping the average colors unchanged. | Changing the orientations of the tiles in the image | Substituting the LSBs of each region's colors or generating additional partition lines in the region | Filling the stripes in the region with the region's average color, or the color white in a messagedependent fashion |
| Application | Information protection | Lossless data hiding | Copyright protection | Covert communication | Covert communication |

(1) Hung et al. [14] created a type of stained-glass art image, and embedded a message into a cover art image for information protection by changing the number of nodes in the tree structure obtained from scanning the art image pixels;
(2) Liu and Tsai [9] constructed a type of line-based Cubism-like image and embedded a message into a cover art image for the purpose of lossless data hiding by changing the region colors in the art image while keeping the average colors unchanged;
(3) Hung et al. [15] created a type of tile mosaic art image and embedded a watermark image into a cover art image to conduct watermarking for the purpose of copyright protection by changing the orientations of the tiles in the art image; and
(4) Liu et al. [5] constructed a type of rectangle-based Neo-Plasticism-like art image and embedded a message into a cover art image by substituting the LSBs of each region's colors or generating additional partition lines in the region for the purpose of covert communication.

Note that the art image creation and data hiding techniques used by the four methods and the one proposed in this study are all different because the line and region structures in the types of art image used in the techniques are different. Therefore, the qualities of the art images created by these methods, which are used as cover images, as well as the bit-embedding capabilities yielded by them, are also all different and variable.

## 5. Discussion

Stripe width is an important parameter for generating stripe-based Futurism-like images. The width of the stripe will affect the appearance of the image. The wider the stripes are created in the regions, the stronger the dynamic effect appearing in the image, and vice versa. Furthermore, the width of the stripe will also affect the human visual perception of the region color. Because the boundary line of the stripe is black, if the stripe width is smaller, there will be more stripes and more boundary lines in the region. However, the overall visual appearance of the regions will be darker. On the contrary, if the stripe width is larger, the created stripes will be relatively fewer, so that the overall visual appearance of the created art image will be lighter.

In addition, when using Algorithm 2 to embed message information into the generated art image, if the stripe width is set too large to yield enough stripes for embedding the secret message completely, then the stripe width can be reduced to increase the embedding capacity, making the proposed data hiding method more adaptable for covert communication applications. Additionally, when the bits of the message are not so many to be embedded into all the stripes in a stripe-based Futurism-like art image, those stripes in which no message bits are embedded are painted in white or with the region's average colors as well in a random fashion in this study, so that no difference of coloring styles in the regions can be detected. This increases the security of the embedded message data against possible hackers' attacks.

In the proposed method, a secret key is used for data security control. However, according to Paul et al. [34], it is also appropriate in this study to use the number of the regions or the total number of corner points in an art image as the key for data security control. In this way, there is no need to transfer an extra secret key from the sender to the receiver during the covert communication process.

In the future, to test the resistance of the proposed data hiding method against possible hidden data destruction conducted by hackers, the techniques of steganogram removal using multidirectional diffusion [35], multibit sterilization using pixel eccentricity [36], as well as deep residual networks for steganalysis of digital images [37] may be tried.

## 6. Conclusions

A new computer art, called stripe-based Futurism-like image, has been proposed. To generate such a type of image automatically, the regions in a source image are first transformed into polygonal shapes by connecting the region corners yielded by chain-code analysis. Next, the region directions are obtained by analyzing the directions of the region edges. Then, by partitioning each region into stripes in accordance with its direction and assigning alternatively the average region colors and the white colors to the stripes, an art image is created, which is an abstract geometric form of the source image showing a dynamic motion effect of Futurism. In addition, a data hiding method which assigns random colors to the region stripes according to the bits of a secret message has been proposed. To avoid assigning successive identical colors to the stripes, a 2-to-3 mapping
scheme is used to transform the message bits into a sequence with identical-bit segments no longer than three bits. Hidden data security is enhanced by the use of a secret key to randomize the message bit sequence and the processing order of the regions, as well as the 2-to-3 mapping items. The artistic content of the resulting Futurism-like image will attract an observer's attention, reducing his/her suspicion about the existence of the hidden message; therefore, the proposed methods are useful for covert communication. Good experimental results of processing a database of 100 images have been yielded, which prove the feasibility of the proposed methods.
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